1. INTRODUCTION

Clipping is a very important part of all graphics packages. Generally it is the evaluation of a line intersection against a window boundary. There are many efficient algorithms such as the Cohen-Sutherland’s [6], Liang-Barsky’s [5], Cyrus-Beck’s [1] ones. All these algorithms have some presumptions, e.g. the windows must be orthogonal or convex with oriented edges, etc.

In the following paragraph new algorithms will be described for convex-polygon and non-convex polygon clipping without any necessity orient edges in any order. An algorithm for non-convex area clipping, where boundaries are formed by line segments or arcs, is described, too. Particular care was devoted to handle all special situations properly. All algorithms are based on the only basic idea that is gradually widened for more general cases. As far as the author is concerned none of these algorithms have been published in any accessible literature.

2. CONVEX POLYGON CLIPPING

The below shown convex polygon clipping algorithm is based on the principle of Liang-Barsky’s algorithm and is simpler than the Cyrus-Beck’s algorithm and does not need an anticlockwise orientation of the polygon edges as Liang-Barsky’s algorithm does. Provided a convex polygon is given by its vertices in the clockwise or in the anticlockwise order arbitrarily and no pair of edges lies on the same line (it is not a principle restriction). Let us consider some situations that might occur if a line segment with end points \( P_q \) and \( P_s \) ought to be clipped, see fig.2.2.

All intersections of the line \( w(q) \) with edges of the convex polygon are obtained by solving the following linear equations:

\[
x(q) = x_f + (x_s - x_f) \cdot q, \quad q \in (0, 1)
\]
where + means addition modulo \( n \) and point \( P \) has coordinates \( x_{\nu} \).

The interval for parameter \( p \) is not closed in order to get rid of all ambiguities in case that the line segment is "passing" (line \( w(x)(q) \)) or "touching" (line \( w(x)(q) \)) a polygon vertex. The below given algorithm is based on the fact that a line segment can intersect a convex polygon only in two points. The algorithm finds the \( q \) values for all intersection points of a line on which the respective line segment lies with the edges of the convex polygon and then the proper part of the line segment that is inside the convex polygon can be found. The algorithm is shown in fig.2.1. It is necessary, of course, to solve special cases when a line segment touches or passes a vertex or when it lies on a polygon edge.

The algorithm shown in fig.2.1. is faster than the Cyrus-Beck's algorithm [1] (it doesn't need any inner normal computation) and for a rectangle polygon it is equivalent to the Liang-Barsky's algorithm [4] in case that computation of all intersections is simplified for polygon edges parallel to the axes. The algorithm can be easily generalized or modified for a case when two edges of the given polygon lie on the same line, see [8].

\[
x(p) = x_i + (x_{i+1} - x_i) \cdot p\quad p \in (0,1)\quad i=0,1,...,n-1
\]

The algorithm shown in fig.2.1. is faster than the Cyrus-Beck's algorithm [1] (it doesn't need any inner normal computation) and for a rectangle polygon it is equivalent to the Liang-Barsky's algorithm [4] in case that computation of all intersections is simplified for polygon edges parallel to the axes. The algorithm can be easily generalized or modified for a case when two edges of the given polygon lie on the same line, see [8].

```plaintext
VAR i,k: INTEGER; (* end points of the polygon edges *)
j: INTEGER; (* counter *)
t: ARRAY [1..2] OF REAL;
BEGIN
  i:=0;j:=0;k:=n-1; (* set end points for the first edge *)
  REPEAT
    IF an intersection point exists for the edge \( x_i x_j \)
      and the line \( w(x)(q) \) so that \( p \in (0,1) \)
      THEN
        BEGIN
          j:=j+1;
          t(j):=q (* save the \( q \) value *)
        END
      ELSE
        IF the edge \( x_i x_j \) lies on the line \( w(x)(q) \)
        THEN
          BEGIN
            t[1]:= a value \( q \) which corresponds to the
            vertex \( x_i \);
            t[2]:= a value \( q \) which corresponds to the
            vertex \( x_j \);
          END
          j:=2
        END
      k:=i; i:=i+1; (* take the next polygon edge *)
    UNTIL ( j = 2 ) OR ( i > n );
    IF j <> 0
    THEN
      BEGIN
        IF \( j = 1 \)
        THEN
          t[2]:=t[1] (* the line \( w(x)(q) \) ".touches" vertex *)
        ELSE
          t[1]:= max ( 0.0 , t[1] ); (* maximal value *)
          t[2]:= min ( 0.0 , t[2] ); (* minimal value *)
        LINE ( x(t[1]) , x(t[2]) )
      END
    END;
```

Figure 2.1.
3. NON-CONVEX POLYGON CLIPPING

An algorithm for non-convex polygon clipping is based on the parametric equations that express linear segments. In this case the algorithm must be more complex, because the line \( w(q) \) can intersect the polygon in many points. Let us assume that a non-convex polygon is given by its vertices in the clockwise or anticlockwise order. Further that two successive edges do not lie on the same line, that all vertices have different coordinates, that not a single vertex lies on any edge of the given polygon and that two edges might have only a vertex as a common point.

Let us consider again some situations that might occur if a line segment with end points \( P_r \) and \( P_s \) ought to be clipped, see fig.3.1. The given line segment that ought to be clipped can be expressed by:

\[
x(q) = x_r + (x_s - x_r) \cdot q, \quad q \in [0, 1]
\]

and the edges of the non-convex polygon can be expressed by:

\[
x(p) = x_i + (x_{i+1} - x_i) \cdot p, \quad p \in [0, 1], \quad i=0,1,\ldots,n-1
\]

\[
[s_1 x s_2], [s_3 x s_2] > 0
\]

\[
[s_1 x s_2], [s_3 x s_2] < 0
\]

where + means addition modulo \( n \), - means subtraction modulo \( n \).

Figure 2.2.
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Now it is necessary to find all intersection points of the line $w(q)$ with the non-convex polygon. Then the parametric equation:

$$x(q) = x_r + (x_s - x_r) \cdot q \quad q \in (-\infty, +\infty)$$

expresses the line $w(q)$. Coordinates of all intersection points will be determined by the value of the parameter $q$. But it is necessary to take into consideration the following special cases when the line $w(q)$ passes or touches a vertex of the polygon. There are only two possibilities. In fig.3.2.a, one intersection point is generated only, while in fig.3.2.b, double intersection point is generated. In both cases these points are processed as an ordinary intersection point. Quite different situation arises when the line $w(q)$ lies on an edge of the polygon. In that cases it is impossible to decide immediately and therefore a special attribute associated to the value $q$ must be generated. The attribute depends on the sign of the $z$ coordinate of the cross product result of the vectors $s_3$ and $s_4$ resp. $S_3$ and $S_2$. The following situations should be considered, see fig.3.3:
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The values of $q$ parameters that correspond to the points $P_k$ and $P_{k+1}$ must be generated in these cases. But it is necessary to distinguish between the shown cases. It can be made by attributes associated with $q$ values. Therefore the intersection point will be determined not only by value $q$ but also by the type of the intersection as follows:

- intersection with edge, intersection of the "pass" or "touch" type
- $+$ or $-$ according to the sign of the $z$ coordinate of the cross product $[s_1 \times s_2]$ and $[s_3 \times s_2]$

When all intersection points are found together with their types, the given set of $q$ values is sorted together with their attributes. The set of $q$ values will be processed according to table 3.1. Results that determine these parts of the line $w(q)$ which are inside the given polygon are couples of $q$ values. Now it is necessary to determine what parts of the line segment are inside the given polygon, e.g. to determine those parts of the line $w(q)$ that are inside and that are part of the line segment $P_kP_{k+1}$. According to the process of getting the parts of the line $w(q)$ it is necessary to make intersection of all couples
of the $q$ values with the interval $\langle 0, 1 \rangle$, see fig. 3.5.

Table 3.1. Possible situations for reduction

<table>
<thead>
<tr>
<th>attributes</th>
<th>situation</th>
<th>action</th>
</tr>
</thead>
<tbody>
<tr>
<td>$q_l$, $q_{l+1}$, $q_{l+2}$</td>
<td>save ($q_l$, $q_{l+1}$); $i := i + 2$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $-$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $-$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $-$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $-$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $-$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 3$</td>
<td></td>
</tr>
<tr>
<td>$+$ $+$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $-$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
<tr>
<td>$+$ $-$ $+$</td>
<td>save ($q_l$, $q_{l+2}$); $i := i + 2$; change attribute of $q$ to $+$</td>
<td></td>
</tr>
</tbody>
</table>
The coordinates of the resulted points determined by their q values can be obtained from the equation for the line \( w(q) \):\
\[
x(q) = x_r + (x_S - x_r) \cdot q
\]
The whale algorithm can be described as follows in fig.3.4.

\[
k := n - 1; \quad i := 0;
\]

\[
s_4 := x_k - x_{k-1}; \quad s_2 := x_S - x_r; \quad (* s, x \text{ are vectors } *)
\]

WHILE \( 1 < n \) DO

\[
s_3 := x_k - x_i; \quad (* \text{ operation with vectors } *)
\]

\[\text{COMPUTE VALUE}(q);\]

IF the vertex \( x_k \) lies on the line \( w(q) \)

THEN

\[
\text{BEGIN}
\]

IF \([s_3 \times s_2]_Z = 0\)

THEN (* the edge \( x_k x_1 \) lies on the line \( w(q) \))

\[\text{generate}(q \text{ with the attribute sign } [s_3 \times s_2]_Z)\]

ELSE

IF \([s_3 \times s_2]_Z = 0\)

THEN (* the edge \( x_k x_1 \) \( x_k \) lies on the line \( w(q) \))

\[\text{generate}(q \text{ with the attribute sign } [s_3 \times s_2]_Z)\]

ELSE

IF \([s_3 \times s_2]_Z.s_3.s_2_2 < 0\)

THEN (* "touch" *)

\[\text{generate}(q, q \text{ with attributes } )\]

ELSE (* "pass" *)

\[\text{generate}(q \text{ with attributes })\]

END

ELSE

IF an intersection of the line \( w(q) \) with the edge \( <x_k, x_1> \)

exists

THEN

\[\text{generate}(q \text{ with attributes })\]

\[s_4 := s_3; \quad k := 1; \quad i := i + 1;\]

END;

\[\text{SORT ( values q )};\]

\[\text{REDUCE ( set of q values ));}\]

\[\text{SELECT ( subintervals as } <q_j, q_{j+1}>, \quad \cap <0, i> \quad \text{ for all } j );\]

\[\text{COMPUTE ( the end points )};\]

Figure 3.4.
Algorithms for 2D Line Clipping

4. NON-CONVEX AREA CLIPPING

So far presented algorithms have solved the line clipping by convex or non-convex polygon, e.g. by areas that consist of linear edges. But plenty of applications require clipping over areas that are formed by linear edges and arcs, see fig.4.1. Provided a non-convex area is given by its vertices in the clockwise or anticlockwise order and if the edge is not linear then information whether the right or left part of the circle is to be taken from the actual vertex, see fig.4.1. It is also assumed that all vertices have different coordinates, that no vertex lies on an edge or arc and that two edges or arcs might have only a vertex as a common point.

Contrary to the previous problem the line \( w(q) \) can intersect the arc edge in two points. It partially increases the complexity of the given problem.

![Figure 4.1.](image)

The line \( w(q) \) is described by the parametric equation:

\[
x(q) = x_r + (x_s - x_r) \cdot q, \quad q \in (-\infty, +\infty)
\]
The procedure for finding all intersection points is similar to the previously stated algorithm, but now in case of arc edge it is necessary to solve the following equations:

\[
x(q) = x_r + (x_u - x_r) \cdot q \quad q \in (-\infty, +\infty)
\]

\[
(x - x_u)^2 + (y - y_u)^2 - r^2 = 0
\]

where \((x_u, y_u)\) is the centre of the given arc \(2r\) is the diameter of this arc.

Solving these equations with regard to variable \(q\) a quadratic equation

\[
aq^2 + bq + c = 0
\]

will be obtained, where:

\[
a = (y_u - y_r)^2 + (x_u - x_r)^2
\]

\[
b = 2[(x_u - x_r) \cdot (x_r - y_r) + (y_r - y_u) \cdot (y_u - x_r)]
\]

\[
c = (x_u - x_r)^2 + (y_u - y_r)^2 - r^2
\]

In the case that the line \(w(q)\) intersects or touches the given circle two solutions are obtained, not necessarily different, as:

\[
a_{i/2} = \left( -b \pm \sqrt{b^2 - 4ac} \right) / (2a)
\]

Now it is necessary to determine which part of the circle forms the boundary of the given area. Because the border is oriented it can be discerned whether the arc is on the right or on the left from the connection of \(x_K, x_K+1\) points. If the line \(w(q)\) is considered then it must be decided which intersection point ought to be taken. It is obvious that only the point which lies on the proper arc can be considered. It means that:

- If the left arc is considered then the point \(x(q_i^L)\) will be taken into consideration if and only if

\[
[s_1 \times s_2]_Z > 0 \quad i = 1, 2
\]

- If the right arc is considered then the point \(x(q_i^R)\) will be taken into consideration if and only if

\[
[s_1 \times s_2]_Z < 0 \quad i = 1, 2
\]

assuming that \(x_{K} \neq x(q_i)\), \(s_1 = x_{K+1} - x_K\) and \(s_2 = x(q_i) - x_K\).

Of course some special situations must be solved again, e.g. when the line passes or touches the vertex \(x_K\). In those cases the tangent vectors \(s_1, s_2, s_3\) are determined as:

- For the arc \(x_K\) \(s_1 = [y_K - y_u, x_u - x_k]\) where \((x_u, y_u)\) is the centre for linear edge \(s_1 = [y_{K+1} - x_{K+1}, y_{K+1} - y_K]\)

- For the arc \(x_K\) \(s_2 = [y_K - y_u, x_u - x_k]\) where \((x_u, y_u)\) is the centre for linear edge \(s_2 = [x_{K+1} - x_k, y_{K+1} - y_K]\)

- For the line \(w(q)\) \(s_2 = [x_u - x_r, y_u - y_r]\)

The possible situations are shown in table 4.1. and in fig.4.2.
Table 4.1.

<table>
<thead>
<tr>
<th>$[s_1 \times s_2]_2$</th>
<th>$[s_3 \times s_2]_2$</th>
<th>situation on fig. 4.2.</th>
<th>type &quot;touch&quot;/&quot;pass&quot;</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>a</td>
<td>pass</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>b</td>
<td>touch</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>a + b</td>
<td>pass</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>c</td>
<td>if $s_3.s_2 &gt; 0$ then pass else touch</td>
</tr>
<tr>
<td>&gt; 0</td>
<td>= 0</td>
<td>d</td>
<td>if $s_3.s_2 &gt; 0$ then touch else pass</td>
</tr>
<tr>
<td>&lt; 0</td>
<td>= 0</td>
<td>e</td>
<td>if $s_3.s_2 &gt; 0$ then pass else touch</td>
</tr>
<tr>
<td>= 0</td>
<td>&gt; 0</td>
<td>f</td>
<td>if $s_3.s_2 &gt; 0$ then pass else touch</td>
</tr>
<tr>
<td>= 0</td>
<td>= 0</td>
<td>g</td>
<td>if $s_3.s_2 &gt; 0$ xor $s_3.s_2 &gt; 0$ then pass else touch</td>
</tr>
</tbody>
</table>

+ for the opposite orientation of the line $w(q)$

If the arc is oriented to the right then the sign of the tangent vector $s$ must be changed in some situations. It means that we can define variables $a$ and $b$ by the following sequences:

$a := [s_1 \times s_2]_2$;

IF $x_{k-1} - x_k$ is the arc

THEN IF $a = 0$

THEN $a := -s_1 \cdot s_2$;

ELSE IF orientation of the arc is to the right

THEN $a := -a$;

$b := [s_3 \times s_2]_2$;

IF $x_{k-1} - x_k$ is the arc

THEN IF $b = 0$

THEN $b := -s_3 \cdot s_2$;

ELSE IF orientation of the arc is to the right

THEN $b := -b$;

Now only the first four lines of table 4.1. are needed. The whole algorithm for clipping lines by non-convex areas is shown in fig. 4.3.
Figure 4.2.

PROCEDURE COMPUTE_TANGENT ( x_A, x_B, r, t );
BEGIN
  IF x_A x_B is linear THEN BEGIN s := x_B - x_A; r := [ s x s ]; END;
  ELSE BEGIN s := [ (x_B - y_W) x (x_W - x_K) ]; r := [ s x s ];
     IF r = 0 THEN IF t THEN r := s.s_2 ELSE r := -s.s_2 ELSE IF the arc is oriented to the right THEN r := -t;
END ( COMPUTE_TANGENT );
Algorithms for 2D Line Clipping

Figure 4.3. It is obvious that the presented algorithm for clipping line by non-convex area can be easily modified for a case when the area is formed by linear segments and quadratic arcs. In this case it is necessary to define conveniently the quadratic arcs. A similar approach to the circle case can be chosen for this general case too. Generally all quadratic curves are described by the function \( f(x,y) \) together with their tangent vectors as:

\[
\begin{align*}
f(x, y) &= 0 \\
\mathbf{s} &= \begin{bmatrix} f_y & -f_x \end{bmatrix}
\end{align*}
\]

where:

\[
f(x, y) = ax^2 + by^2 + 2axy + 2dx + 2ey + g = 0
\]

If the given area consists of some holes it is necessary to apply the presented algorithm for all the given holes themselves and merge the obtained \( q \) values together.
5. CONCLUSION

The presented algorithms are based on the principle of the Liang-Barsky's algorithm. It is shown how the algorithms become more complicated if the requirements are more general. In general they do not need oriented half-planes of the clipping window. The second algorithm solves the situation when the clipping polygon is non-convex. The increase of complexity is expressed in the need to distinguish between different cases and to sort the final set of intersection points. The last presented algorithm solves the problem when the clipping area is formed by line segments and arcs. This problem has not been solved in the accessible literature as far as it is known to the author. The algorithms are fast and all special cases are properly handled.
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